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Abstract—Requirements evolve continuously and inevitably. In order to effectively manage requirements change, an understanding from a quantitative perspective is needed in determining the extent of the propagation of the requirements as they evolve. In this paper, we first look back at the impact analysis in the software life cycle and give an overview of requirements dependencies. We present a generic algorithm for identifying requirements dependencies and the definitions that are adopted for this study. Using matrix theory on the requirements dependencies, we present the formulas of the ripple effects of requirements evolution and their properties. A typical example in structured analysis of M.Jackson is described to show the effectiveness of the method presented here.

Index Terms—requirements evolution; dependency; ripple effects

I. INTRODUCTION

Requirements evolve continuously and inevitably[1], making evolution an inherent feature of requirements and software. The evolution of requirements may cause increased budgets, delayed schedules, as well as degraded systems. Hence, it is considered one of the most important issues in developing computer-based systems[2-6]. When a requirement changes, the “ripple effects” associated with the change will probably occur[3-7]. Due to existing dependencies between requirements, requirements are not isolated. When they change, they may create new requirements, and introduce conflicts with other existing requirements. In this case, all related requirements must be identified and modified so that the new functionality can coexist with the other requirements. Before formal change requests are implemented, all related requirements should first be found, otherwise there would be increased risks of over budget, delayed delivery and low quality software. If all requirements change requests have to be implemented, then the costs and schedules should be taken into account. These activities belong to change management, which is one of the most important aspects for a successful software development project. Therefore, some effective mechanisms[7] should be developed to manage the process of requirement change.

In the next sections of this paper, we look back at the impact analysis in the software life cycle, and give an overview of requirements dependencies. An generic algorithm for identifying requirements dependencies is presented, as are the definitions that are adopted for this study. Based on this algorithm and using matrix theory, the formulas of ripple effects of requirements evolution are then presented, and some quantitative properties about adjacent matrix and reachability matrix are described, and an example that is often used in structured analysis of M.Jackson is described. Finally we present our conclusions and further research issues on ripple effects of requirements evolution.

II. RELATED WORKS

Impact analysis research first came from software maintenance, which can be traced to a paper by Haney in 1972[8]. The paper described a method that modeled the stability of large systems as a function of its internal structure and used a matrix to record the probability that a change in one module would trigger changes in other
modules in the system. With software becoming more and more important for people and society, its applications have deepened and broadened into all aspects of the world. The scale and complexity of software have grown, which has resulted in difficulties of maintaining software. Changing requirements of organizations and users, low quality software, and changing environments of software and hardware have directly resulted in frequent modifications of software. Therefore, impact analysis has become a major research in software maintenance. Queille, Voidrot, Turver and Munro suggested that impact analysis should be done as early as possible in the requirements level, not just on the code. Since 1994, impact analysis of requirements change and evolution has been proposed, while requirements engineering has become an important discipline in the area of software engineering.

Impact analysis of requirements change is used to identify the potential consequences of requirements changes and to estimate what needs to be modified to accomplish a change[10]. This is an essential part of change management. Without adequate analysis, it is not possible to confidently determine the extent, complexity and cost of proposed changes to a software system. The nature of requirement volatility will cause many requirement problems, such as inconsistency, defects, risk and ripple effects, and other side effects. There are four main topics in the research of impact analysis of requirements change in the literature. First is the nature of requirement volatility and mechanisms of dependencies in the impact analysis of requirements changes. Bashar Nuseibeh, Steve Easterbrook and Hunter[11-16] have done much research in inconsistency management. The steps of the inconsistency management process are first detecting inconsistency (by monitoring for inconsistency), then diagnosing and handling detected inconsistency, recording the consequences of the inconsistency handling actions, and finally, continuously monitoring and evaluating inconsistency as development conditions change. Second is the detection and modification of the defects and errors induced by requirement changes. Yan[2] analyzed and classified the causes of requirement defects from two aspects both social and technical. They proposed a defect management process, and pointed out that quantitative analysis of requirement defect lists could be beneficial to evaluate the performance of engineers, define the degree of maturity of the requirement process, and analyze the impact of requirement changes. Based on a case study to collect industry data, Javed, Maqsood and Durrani [17], analyzed requirement changes in the design of systems, and at the later stages of software development. They found that requirement changes had a significant impact on the high severity defects of software. They classified requirement changes and defects, and analyzed the data by statistical method. Third is the analysis of the risk triggered by requirement changes. Strems and Suqden [10] suggested that change analysis should consider the requirement risks and there is a need to collect information to enable sensitivity and impact analysis to provide an effective means to avoid bad effects caused by changes. Byron J. Williams [7] presented some ways in the impact analysis of requirement changes to understand the risk management. The final is the identification of ripple effects of requirement changes. Based on matrix calculations, Yan [3] presented a method to define and calculate the requirements evolution ripple-effects, to confirm, as much as possible, the extent and scope of propagation of requirement changes, and to not allow any possible requirement defects as the sources of risk.

In impact analysis techniques, one kind of method is based on dependence analysis [18-20]. These researchers attempted to assess the resulting changes on semantic dependencies among program entities. Hassine, Rilling and Hewit based, based on dependency analysis at the level of requirements, presented a technique to analyze change impacts of scenario and component[20]. Åsa G. Dahlstedt and Anne Persson[21] said that most of the interdependency types discussed are related to requirements management and requirements evolution.

III. AN OVERVIEW OF REQUIREMENTS DEPENDENCIES

“As systems grow ever bigger and more complex, are developed globally and become more interconnected, the impacts of changes are harder to analyze and control”[1]. So developing effective mechanisms to analyze the impacts of requirements changes is needed. One of the mechanisms is to address studying requirements dependencies and its application.

Requirements depend on and affect each other, and are not isolated from each other[21]. The complex relationships among requirements are a main cause for ripple effects with requirements evolving. About requirements dependencies (interdependencies), in 2003 Åsa G. Dahlstedt and Anne Persson[21] gave a detailed overview by outlining the current state of literature from an early dependency model of Pole’s[22] (related to requirements traceability), Carshamr-e’s model[23](used to plan release) and some other relating literature to their preliminary results. They pointed out some problems in the research of requirements dependency, the reason why little was known about the nature of requirements interdependencies, in what activities that requirements dependencies could engage. And they addressed the function and mechanism of dependencies in the impact analysis of requirements changes and management.

There are four main components for the study of requirements dependencies[21]: First, classifying requirements dependencies. The different types of dependencies that exist between requirements should be concerned and classified. Second, identifying requirements dependencies after classification of dependencies. This is difficult, but important. Third, recording a number of different dependencies after their indentifications. Fourth, using requirements dependencies in different activities such as requirements engineering.
management, change management, reuse of requirements, release planning, testing, maintenance. The classification of requirements dependencies is the most important, and is the base of subsequent studies about requirements dependencies. Current literature tells us that there are several different schools in classifying dependencies.

The classification of requirements dependencies is important above all, it is the base of subsequent studies about requirements dependencies. Ref.[21] and other relating literature indicated that there were several different schools in classifying dependencies and the reasons why these schools could not be unified. We have synthesized these results into a new classification model from five aspects[24]: structural, implementation, lexeme, economics and evolution.

In this model, ten different kinds of requirements dependencies are defined. They are Hierarchy, Horizon, Attribute, Similarity, Reference, Constraint, Cost/Value, Exclusion, Risk, Evolution. Some progress has been made in this model, such as: 1) Extending current models and adding some new types of dependencies. For example, Constraints can show how functional requirements depend on non-functional requirements, Conditional Reference shows how business rules work; 2) Enhancing the identification ability of the model. It can be used to identify some requirement dependencies that other models could not identify; 3) Strengthening the ability of expression of the model. It can be used to build dependencies between requirements of any level and any granularity; and 4) Simplifying some classifications of current models.

This new model is more robust and rational, and easily used to identify dependencies, as was shown previously[24].

IV. THE FORMULAS TO CALCULATE THE RIPPLE EFFECTS OF REQUIREMENTS CHANGES

We define ripple effects of requirements changes as the effects caused by making some requirements changes which affect many other requirements or software components[25].

A. An Generic Algorithm of Identifying Requirements Dependencies

After the classification of dependencies is confirmed, it is important to build identification algorithms to identify all kinds of dependencies. This can be difficult for some kinds of dependencies, such as Reference and Similarity dependencies which should have developed some mechanisms to support developing such algorithms[24]. Reference dependency is decided by business rules, which depend on specific projects and domains. Similarity dependency needs a support of retrieval technology of natural language. Now, we are not yet ready to use specific technologies to develop identification algorithms for each dependencies, but we will provide a generic algorithm for a dependency: d-Associated Algorithm.

Algorithm 4.1 d-Associated Algorithm:

Begin

(1) Given d is a dependency, is a set of requirements, \( R \in \mathcal{R} \) is a requirement, then

(2) According to the definition of d, find a set of all related requirements: \( R|d=[R_1, R_2, \ldots, R_n] \).

(3) If \( R|d=\emptyset \), then go to (8);

(4) Do Repeat

(5) If for each \( i, i \geq 1, R|d=\emptyset \), then go to (8).

(6) For each \( i, i \geq 1, i=1 \), find all \( R_i|d=[R_{i1}, R_{i2}, \ldots, R_{im}] \);

   For \( j=1 \) to \( m \),

   \( R_i:=R_j \);

   \( j=j+1 \);

   go to (6);

   \( i=i+1 \);

(7) Until all \( R_i|d=\emptyset \)

(8) End.

Notes: A d-associated tree will be produced by using this algorithm(Fig. 1). It can be bidirectional or unidirectional, depending on whether the dependency d is symmetric or anti-symmetric. Here we suppose d is anti-reflexive, anti-symmetric, but transitive. So the d-associated tree is unidirectional(Some arrows are upward and others are downward).

B. Some Concepts about Ripple Effects

We propose the following definitions of ripple-effects for requirements evolution: The impacts of making changes to requirements sets. In order to define ripple width and ripple depth of a dependency, we first define Out-degree and In-degree of evolution of a node in a d-associated tree.

**Definition 4.1** The number of the one-way edges that are related to a node \( R_i \) is called evolution Out-degree of \( R_i \); The number of the nodes on the path from root to \( R_i \), but except \( R_i \) is called evolution In-degree of \( R_i \).

**Definition 4.2** The ripple width and depth of a dependency are as follows:

In any subtree of a d-associated tree, supposing R is the root of this subtree, but not a leaf, has other \( n \) different nodes: \( R_i, R_2, \ldots, R_n; s_1, s_2, s_3, \ldots, s_k (s_i \geq 1, i=1, \ldots, k, k \leq n) \) are respectively the frequency of \( k \) different nodes in \( n \) But
because we suppose d is anti-reflexive and anti-symmetric, so we can judge $s_i = 1$, for all $i=1,2,...,k$. When $R$ changes, it will probably affect other $n$ requirements(nodes), we call $wth=m−\sum_{i=1}^{k}(s_i−1)$ as ripple width of changing $R$, here $wth=m$, because all $s_i=1$, $i=1,2,...,k$; $m$ is the total Out-degree of all nodes in this subtree, the layer of this subtree is called ripple depth of changing $R$, recorded as $dt$.

Ripple width shows when a requirement changes, how many other requirements will probably be affected by it. Out-degree of a requirement does the same. In-degree of $R$ shows how many requirements when they change will probably affect $R$.

**Definition 4.3** Direct ripple degree and indirect ripple degree are defined as follows:

In any $d$-associated tree, any node $R$ if it is not a leaf, has an Out-degree that is called as direct ripple degree of $R$ (only one time for any repeated node), recorded as $dth$; width of $th$ is called indirect ripple degree of $R$, recorded as $ith$.

### C. The Formulas to Calculate the Ripple Effects of Requirements Changes

Now what follows is the research regarding the evolution ripple effects from a quantitative aspect.

(a) Adjacent matrix and reachability matrix

**Definition 4.4** (Adjacent Matrix) Given $\{R_1, R_2,...,R_n\}$ is the nodes of a $d$-associated tree, according to dependency $d$, adjacent matrix $M_d=(m_{ij})_{m \times n}$ is defined as follows:

$$M_d=(m_{ij})_{m \times n}, \text{ here } m_{ij} = \begin{cases} 1, & R_i \rightarrow R_j \text{ or } R_j \rightarrow R_i, \\ 0, & R_i \neq R_j. \end{cases}$$

It is apparently that all elements of main diagonal of $M_d$ are zero.

**Definition 4.5** (Reachability Matrix) The adjacent matrix $M_d$ is called a one-step evolution reachability matrix, $M_d^2$ a two-step evolution reachability matrix, $M_d^3$ a three-step evolution reachability matrix, and so on. The transferable closure $M_d^+=M_d \lor M_d^2 \lor M_d^3 \ldots$ is called an evolution reachability matrix.

(b) Analyzing the ripple effects of requirements evolution

According to the structures of adjacent matrix and reachability matrix, we observe and present some properties about ripple effects of requirement evolution.

**Property 4.1** In $M_d$, the number of $1$ of each row is a direct ripple degree of $R$, corresponds to the requirement of this row, that is a one-step direct ripple degree; In $M_d^2$, the number of $1$ of each row is a direct ripple degree, corresponds to the requirement of this row, that is a two-step direct ripple degree, and so on. In $M_d^+$, the number of $1$ of each row is ripple width, correspond to the requirement of this row. In $M_d^+-M_d^1$, the number of $1$ of each row is an indirect ripple degree, corresponds to the requirement of this row.

**Property 4.2** Given $i \geq 1$, in $M_d^i$, if existing a node $R_i(j=1, 2, 3, ..., n)$, its correspondent master matrix is zero, then the ripple depth of $R_i$ is $i-1$.

When there are a large number of requirements in a project, it will show a benefit of this way to define direct ripple degree and indirect ripple degree. In a complex or big project, usually the dependencies among requirements are very complicated, and these two kinds of matrix will be very big, making it difficult to do matrix operations. To simplify matrix operations, we can focus on taking a master matrix of $R_i$ into account, then easily calculate the ripple effects of $R_i$. In addition, the calculation of ripple effects is done by matrix operations, which makes it easy to confirm the propagation of changing requirements.

**Property 4.3** In $M_d^+$, the number of $1$ of each column is the number of its ancestors, correspondent to the requirement of this column, that is its In-degree of this requirement.

### D. Rules of Controlling Ripple Effects

If not degrading a software to maintain its requirements specification, we need to consider all factors related to requirement evolution, to modify this requirements specification from the perspective of cost-effectiveness[7] and low side effect and other risks.

To control the ripple-effect of changing requirements, some rules are suggested as follows.

1. Change requirements only if essential;
2. When a requirement changes or is affected by other changing requirements, we should analyze other requirements possibly affected by it. We should use identification algorithms of requirement dependencies to confirm the extent and scope of the requirement that will be affected. We use these analyses to make decisions for change requests.
3. If a change request comes, some changes of requirements need to be implemented, and the steps can be taken are:
   1. Classify the types of changes, prioritize the changes, and confirm the difficult degree of implementing a requirement. Then, make decision to order the sequence of implementing changes;
   2. Call the identification algorithms to confirm the ripple-effects of this changed requirement;
   3. Repeating steps from 1) to 2) until all changes have to be implemented.
4. Before implementing changes, alternatives should be decided. For each changing requirement, before and after it is changed, its difficult degree should be confirmed. Therefore, in requirements management, requirements specifications should be effectively maintained, and as few as possible should be made to change requirements, minimizing the impacts of changes.
V. AN EXAMPLE

This example is a typical one in structured analysis of M. Jackson[26]. Here we need to design a list of fund declaration of a university, its format is following as Fig. 2.

<table>
<thead>
<tr>
<th>Name</th>
<th>Number</th>
<th>Level</th>
<th>Money</th>
</tr>
</thead>
</table>

Figure 2. Format of the List.

Here, Name is the name of the related fund. Level has three alternatives: city, province, and state, means the fund will be supported by the level of city, or province or state in China. Money is greater than or equal to 0. By analyzing the problem, 9 requirements can be produced(Fig. 3). From the view of implementation[24], by Algorithm 4.1 we can know R depends on R1, R2, R3, R4, R5, R6, R7, R8, that is \{R_1, R_2, R_3, R_4, R_5, R_6, R_7, R_8\} \rightarrow R. Also, \{R_4, R_5, R_6, R_7, R_8\} \rightarrow R_2, R_4 \rightarrow \{R_6, R_7, R_8\} (Only after producing lines, then can produce R_5, R_6, R_7, R_8). The tree of dependencies made for these 9 requirements is following as Fig. 4.

Figure 3. 9 Requirements

Figure 4. The Tree of Dependencies

Then we can get an adjacent matrix \( M_d \) and a reachability matrix \( M^+ \). According to Property 4.1, in \( M_d \), we can see that the direct ripple degrees of R_1, R_2, R_3, R_4, R_5, R_6, R_7, R_8 are respectively 1, 6, 1, 5, 1, 1, 1, 1. The change of R_2 will directly affect R_1, R_3, R_5, R_6, R_7, R_8. The change of R_4 will directly affect R_3, R_5, R_6, R_7, R_8. As \( M_d - M^+_d \) is a zero matrix, means none of the indirect ripple degrees exists. In fact, this is easily shown by Fig. 3. We also can get some other quantities about ripple effects by \( M_d, M^2_d, ..., M^9_d \) according to Property 4.2 and Property 4.3.

\[
M_d = \begin{pmatrix}
0 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 1 & 1 & 1 & 1 & 1 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0
\end{pmatrix},
\]

\[
M^2_d = \begin{pmatrix}
0 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
0 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
0 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
0 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
0 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
0 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
0 & 0 & 0 & 0 & 0 & 0 & 0 & 0
\end{pmatrix},
\]

\[
M^+_d = \begin{pmatrix}
0 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0
\end{pmatrix} = M_d.
\]

Moreover, in \( M_d \), there are many zero, so we can use the technique of block matrix theory to quickly calculate these quantities about ripple effects.

VI. CONCLUSION AND FUTURE WORK

Current research about requirements engineering mostly do not adequately connect theory and practice. More research is needed to develop new methodologies to study requirements engineering. However, if a method is too abstract, it will not be practicable, and will not be able to solve real problems in requirements engineering. It is preferable to build a methodology from quantitative perspective to study the phenomena in requirements engineering.

In this paper, we present a generic algorithm of requirements dependencies. We then use it to adopt matrix theory from quantitative perspective to investigate the ripple effects of requirements evolution, and we present some
formulas and properties. The example has showed the effectiveness of this method. Furthermore, we discuss some rules of controlling ripple effects from four aspects. Our new understanding of requirements evolution’s ripple-effect provides a basis and a new idea in dealing with the management of requirements changes in software development.

Future research includes:

It is necessary to establish identification algorithms for dependencies[25], and to integrate their properties of relational algebra such as reflexivity, symmetry, and transitivity. This will provide a better way to evaluate the ripple effects more accurately. Different dependencies will produce different ripple effects for changing requirements, so many types of dependencies should be considered at the same time for every requirement when it changes. Moreover, the ripple effects of requirements models can be investigated by the same approach.
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