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Abstract—The software productivity is an important key of software quality factors. The productivity measure has become a tool for managers since it is used to compare the performance between different companies (benchmarking) and to compare the efficiency of different developers in the same company. Therefore, it allows doing strategic planning and decision making based on such measurement. A variety of international standardization bodies such as IEEE and ISO as well as software engineering researchers have proposed a set of factors which influence the software productivity attribute, and also a set of measures to evaluate it. However, there is no unique model that integrates all the software productivity best practices. The aim of this paper is to survey the available international standards and research work on software productivity and figure out the key differences in order to propose a standards-based model. Such model will include the set of quality attributes that could be used to reflect the software productivity, and a set of measures that allows evaluating the software developer’s productivity.

Index Terms—Software Developers Productivity, Quality Models, ISO 9126, IEEE Std. 1045, Productivity Drivers, Quality Attributes, Measurements

I. INTRODUCTION

Productivity is defined from the economic viewpoint as “the rate of output per unit of input used especially in measuring capital growth, and assessing the effective use of labor, materials and equipment” [1]. This definition includes two main points, that is, the measure of the productivity (output ÷ input), and the effective use of resources.

The defacto measure of productivity is the ratio of size (as an output) per effort expended (as an input). In one hand, the size can be expressed in any measurement of size. In fact, De Aquino and De Lemos Meira [2], in their survey of productivity measurements, have identified four categories of output, which are; Physical Size (e.g., SLOC - Source Lines of Code), Design Size (e.g., number of modules), Functional Size (e.g., FP - Function Point), and value based metrics or use multidimensional models that assess different aspects of what is produced in a software project. An example of the use of multidimensional approach to assess the productivity is proposed in [3], which is called QEST (Quality factor + Economic, Social and Technical dimensions). On the other hand, the effort is measured by Person-Day (PD) or Person-Month (PM).

As an example, suppose that we have measured the productivity of two programmers P1 and P2 - as in Table 1 - who have to achieve the same task using the produced LOC (Lines of Code) as a software size (output) and the PM as the expended effort (input).

<table>
<thead>
<tr>
<th>Programmer</th>
<th>LOC</th>
<th>Effort</th>
<th>Reuse</th>
<th>Productivity</th>
</tr>
</thead>
<tbody>
<tr>
<td>P1</td>
<td>5000</td>
<td>100 PM</td>
<td>No</td>
<td>50 LOC-PM</td>
</tr>
<tr>
<td>P2</td>
<td>5000</td>
<td>100 PM</td>
<td>Yes</td>
<td>50 LOC-PM</td>
</tr>
</tbody>
</table>

However, it can be easily noted from Table 1 that the two programmers have the same productivity value (50 LOC-PM), but their productivity is not comparable since P2 have reused code in completing his task. Therefore, using this measure for productivity is not reliable, in particular, when comparing the software engineers’ productivity without taking into account the effect of the factors which influence the software development process such as reuse.

In the literature, research work about productivity is directed towards two main topics; that is, identification of factors influencing the productivity and proposition of productivity measures. According to Fenton [4],...
“Software engineers define productivity in terms of a measure, rather than considering carefully what attribute is being captured”. The purpose of this paper is to identify the attributes which should be captured in order to achieve the productivity, and propose measurements method that can be used to measure these attributes based on the ISO 9126-4 and IEEE Std. 1045 international standards. Since the factors (such as software development processes, technology, and team work) influencing the productivity are important when comparing the projects, this topic is briefly addressed in this paper.

Generally, in software productivity literature as well as in the international standards, there are different viewpoints on the related productivity measures which have been developed over the last years by practitioners and researchers from various organizations. Each of them (practitioners or researchers), unfortunately, have built their model without any input from the others. In such situation, different terms have been used to express the same concept, or similar concept has been expressed in different terms. Therefore, bringing a convergence and consensus on productivity measures and their factors would facilitate both the benchmarking studies, and the repeatability and reproducibility of productivity measurements.

The rest of this paper is structured as follows: Section 2 provides an overview of the productivity term in international standards. Section 3 presents a discussion about the productivity in ISO 9126-4 and IEEE Std.1045. Section 4 introduces the enhanced software productivity model and the enhanced software productivity metrics. Finally, Section 5 concludes the paper and provides some suggestions for the improvement of the current ISO 9126-4 and IEEE Std.1045 standards.

II. REPRESENTATION OF PRODUCTIVITY IN INTERNATIONAL STANDARDS

A. Productivity in ISO 9126

The International Organization for Standardization (ISO) has published, from 2001 to 2004, four documents related to the ISO 9126 on software product quality. The first document, ISO 9126-1 [5], is an international standard that establishes a two-parts quality model, that is, internal and external quality model, and quality in-use model. Each model proposes a set of quality characteristics and sub-characteristics. The other three documents, ISO 9126-2, 3, and 4 [6, 7, 8], are technical reports which propose a set of measures. However, this ISO standard has gained an international consensus among the ISO countries and expert.

The quality in-use is defined in ISO 9126 as “the capability of the software product to enable specified users to achieve specified goals with effectiveness, productivity, safety and satisfaction in specified contexts of use” [8]. Its corresponding quality model contains four characteristics (see Figure 1). This type of quality is not related to the intrinsic properties of the software product, but represents the user's view of the quality measured from the use of the software in the specified environment. Moreover, the ISO 9126 states that the quality in-use is the combined effect of the external and internal quality. In particular, for the productivity quality characteristic, it may depend on others quality characteristics that belong to the software product before its delivery to the end user.

![Figure 1. ISO 9126 quality in-use model.](image)

The productivity in ISO 9126 is a quality factor of the software product and it is defined as “the capability of the software product to enable users to expend appropriate amounts of resources in relation to the effectiveness achieved in a specified context of use” [5]. The productivity measures assess the resources that users consume in relation to the effectiveness achieved in a specified context of use [8]. Therefore, the productivity of the software product focuses on four main points, which are, user’s ability, expended resources, effectiveness achieved, and context of use. These points are defined in ISO 9126-4 [8] as the following:

- The context of use includes the users, tasks, equipment (hardware, software and materials), and the physical and social environments in which a product is used.
- The user is an individual that uses the software product to perform a specific function.
- The resource includes time to complete the task, although other relevant resources could include the user’s effort, materials or the financial cost of usage.
- The effectiveness is the capability of the software product to enable users to achieve specified goals with accuracy and completeness in a specified context of use”. The goal is “an intended outcome” and the task is “the activities required to achieve a goal”.

Table 2 below presents the productivity and effectiveness quality characteristics with their corresponding derived and base measures, since the productivity measures are based on those of the effectiveness.

Moreover, the informative Annex E of the ISO 9126-4 presents three others productivity measures related to the three types of resources, defined as follow:

- Human productivity = effectiveness + human effort.
- Temporal productivity = effectiveness + time.
- Economic productivity = effectiveness + cost.

For example, if the goal is to solve online users’ problems, the human productivity could be measured by the ratio of the number of resolved problems and the effort expended to achieve this goal. The temporal productivity could be measured by the ratio of the number of resolved problems and the time spent to achieve this goal. The economic productivity could be
measured by the ratio of the number of resolved problems and the cost spent to achieve this goal.

From the above definitions, we can say that the productivity in ISO 9126 is also measured by the ratio of output and input in the high level, for example, effectiveness + resources, goal to achieve + resources, task to achieve + resources in the low level. Therefore, the ISO 9126 definition of productivity is generic and can be applicable to any types of software product artefacts depending on the goal fixed to achieve and the resource expended in a specified context of use. Moreover, the productivity in ISO 9126:

- is a quality factor which can be measured during the use of the software in a specified context, which takes into account users, tasks, equipment and environment of the software product;
- focuses on all types of intermediate products and products intended for users and is related to not only to the set of programs, but also to procedures, documentation and data that will be delivered to users, such as developers, maintainer, etc; and
- can be measured in the output, in terms of goals to achieve with accuracy and completeness, where the goal can be achieved through a set of tasks, and in the input, in terms of time, human effort, or cost expended.

However, there are still some weaknesses in ISO 9126-4, which have not yet been completely tackled, such as:

- Although some recommendations are presented in Annex C of this ISO standard including different ways to measure time, effort, cost, and size measures, these are only informative, that is, there is no any consensus on them and their units of measures.
- The productivity can be measured during the whole software lifecycle, but in the ISO 9126-4 reference to ISO 12207 lifecycle, it corresponds to only validation, qualification testing and operation.
- For comparison purpose, ISO 9126-4 only mentioned that the productivity output and input measured should be made for the same purpose and consequently have a comparable scope, without detailing what is included in the scope.

In summary, the productivity in ISO 9126-4 is a quality factor focuses on the end user and the use of the software product in a specified context of use. However, we refer to it by dynamic productivity. Furthermore, context of use (user, tasks, equipment, and environment) can be sufficient to determine productivity as a product quality characteristic, that is, a change in any relevant aspect of context of use can change productivity measure and its interpretation. For example, the user efficiency in a user interface can be improved by training, then, the qualified and novice users can achieve the same task in different laps of times. Therefore, the controlled productivity drivers (such as process factors) and those not (such as product factors) can influence the productivity [9].

**TABLE II**

<table>
<thead>
<tr>
<th>Quality characteristic</th>
<th>Derived Measures and purposes</th>
<th>Base Measures</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Productivity</strong></td>
<td>- Task time (How long does it take to complete a task?)</td>
<td>Task time</td>
</tr>
<tr>
<td></td>
<td>- Task efficiency (How efficient are the users?)</td>
<td>Task effectiveness/Task time Task completion/Task time</td>
</tr>
<tr>
<td></td>
<td>- Economic productivity (How cost-effective is the user?)</td>
<td>Task effectiveness/Total cost of the task</td>
</tr>
<tr>
<td></td>
<td>- Productive proportion (What proportion of the time is the user performing productive actions?)</td>
<td>Productive time (Task time - help time - error time - search time) / Task time</td>
</tr>
<tr>
<td></td>
<td>- Relative user efficiency (How efficient is a user compared to an expert?)</td>
<td>Ordinary user’s task efficiency/expert user’s task efficiency</td>
</tr>
<tr>
<td><strong>Effectiveness</strong></td>
<td>- Task effectiveness (What proportion of the goals of the task is achieved correctly?)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>- Task Completion (What proportion of the tasks is completed?)</td>
<td>Number of tasks completed/number of tasks attempted</td>
</tr>
<tr>
<td></td>
<td>- Error frequency (What is the frequency of errors?)</td>
<td>Number of errors made by the user/time or number of task</td>
</tr>
</tbody>
</table>

**B. IEEE Std. 1045 Productivity Metrics**

The Institute of Electrical and Electronics Engineers (IEEE) has published in 1992 a standard for software productivity metrics - IEEE Std. 1045 [10]. The objective of this standard is to standardize the way to measure the software productivity output products and input effort. The productivity is expressed in terms of output / input, and provides a set of units to measure the output and the input allowing therefore better comparison of developer’s productivity.

Moreover, this standard provides a non exhaustive list of characteristics related to software development factors that can have an impact on productivity (see the Annex of this standard). However, these characteristics are subdivided into three categories [10]:

- Project characteristics include factors that the developer can manage, and are related to personnel and software development environment, etc.
- Management characteristics focus on factors related to how the project is managed. Such factors are recorded...
after project completion and are related to user participation, stability of requirements, etc.

- Product characteristics include factors imposed upon the product itself, and are related to quality, criticality, etc.

To facilitate the collection of these characteristics, an example of data collection form is given in Annex B of this standard.

The IEEE Std. 1045 software productivity model consists of outputs and inputs for defining and identifying the productivity. Each of these outputs and inputs consists of a set of primitives, and each primitive has a set of attributes. Each attribute could be reflected by one or more metrics depending on the purpose of the productivity measure (see Figure 2).

![IEEE Std. 1045 - Software Productivity Metrics Model](image)

In this Model, the first level represents the main components of the productivity measures, which are output and input, and describe the productivity at the high level and in more generic context. The second level presents the primitive, that is, the component from which the data is collected for the productivity measure [10]. The output primitives are source statements, documentation, and function points, which is optional in this standard. The input primitive measures the effort of the developers of the software product expressed in staff-hour. The third level is related to the attribute (the measurable characteristic of a primitive) [10], from which a set of measures can be derived depending on the purpose of the measurement.

Table 3 shows the contents of IEEE Std. 1045 model, that is, the primitives and attributes, which are defined as the following [10]:

- Source statement (SS) primitive: it represents the encoded logic of the software product, each SS primitive is defined by three attributes:
  - Type: it classifies each source statement as executable, data declaration, compiler directive, or comment.
  - Origin: it classifies software as either developed (created new, or modified from existing software) or non-developed (reused or deleted from the existing software).
  - Usage: it identifies whether the software was delivered, or not delivered to the user.
- Documentation primitive: it corresponds to all documents that consume a nontrivial amount of project resources, each document primitive is defined by three attributes:
  - Type: it is reported with two values; the name of the document and its purpose.
  - Origin: it is related to the origin of the document expressed in terms of original tokens, modified or added.
  - Usage: it shall be identified as delivered or undelivered.
- Function point primitive: it corresponds to Albrecht’s definition of function point or similar methods of measuring functionality. This FP primitive has only the ‘Type’ as attribute, which describes the function types used in the function point method.
- Staff-hour primitive: is related to the effort expended to produce an output. The attribute is related to the nature of the effort and it consists of direct staff-hour (delivered or undelivered) and support staff-hour. Effort expended away from the goal of the productivity measure is excluded for the accuracy of the results.

### Table III

<table>
<thead>
<tr>
<th>High level components</th>
<th>Primitives</th>
<th>Attributes</th>
</tr>
</thead>
<tbody>
<tr>
<td>Output</td>
<td>Source statements</td>
<td>Type, Origin, Usage</td>
</tr>
<tr>
<td>Documentation</td>
<td>Type, Origin, Usage</td>
<td></td>
</tr>
<tr>
<td>Function points</td>
<td>Type</td>
<td></td>
</tr>
<tr>
<td>Input</td>
<td>Staff-hour</td>
<td>Nature</td>
</tr>
</tbody>
</table>

However, based on above data when collected, the productivity can be computed easily depending on the output, that is, the goal or task to achieve (in ISO 9126-4 terminology). Examples of productivity measures are presented in Table 4.

Therefore, the IEEE Std. 1045 model provides practitioners with well-defined output and inputs at three levels of details, from which a set of measures can be
composed based on the base measures with their corresponding units of measures. The IEEE Std. 1045 can be used as a reference for measuring software product productivity, especially when the output is related to the source statements, documents, and function points primitives. In addition, the IEEE Std. 1045:

- Provides a set of guidelines on software project characteristics that could have an impact on productivity measure.
- Provides guidelines and measurements that allow better understanding of software productivity.
- Allows computing productivity during the different lifecycle phases:
  - At the completion of the software product, identified by final productivity, which can be measured when the product is delivered.
  - During the development process, identified by incremental productivity, which can be measured at intervals to assess the progress of the work.

### TABLE IV
IEEE STD. 1045 PRODUCTIVITY MEASURES

<table>
<thead>
<tr>
<th>Productivity ratio types</th>
<th>Output metrics</th>
<th>Input metrics</th>
</tr>
</thead>
<tbody>
<tr>
<td>Direct delivered</td>
<td>Delivered new SS</td>
<td>Direct delivered staff-hour</td>
</tr>
<tr>
<td>Source Statements (SS)</td>
<td>Delivered reused SS</td>
<td></td>
</tr>
<tr>
<td>Direct undelivered</td>
<td>Undelivered new SS</td>
<td>Direct undelivered staff-hour</td>
</tr>
<tr>
<td>Source statements</td>
<td>Undelivered reused SS</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Undelivered deleted SS</td>
<td></td>
</tr>
<tr>
<td>Function points</td>
<td>Number of function points</td>
<td>Direct delivered staff-hour</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Direct undelivered staff-hour</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Support staff-hour</td>
</tr>
<tr>
<td>Document</td>
<td>Document page count</td>
<td>Direct delivered staff-hour</td>
</tr>
<tr>
<td></td>
<td>Screen count</td>
<td>Direct undelivered staff-hour</td>
</tr>
<tr>
<td></td>
<td>Number of words</td>
<td>Support staff-hour</td>
</tr>
<tr>
<td></td>
<td>Number of ideograms</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Number of graphics</td>
<td></td>
</tr>
</tbody>
</table>

On the other hand, the IEEE Std. 1045 has the following weaknesses:

- Focuses only on the output attributes related to LOC and documentation, while the function point as output primitive is optional.
- Allows comparison of source statement productivity of only software products developed using the same programming language, since the focus is on LOC for the output. In fact, the LOC measure is different from one programming language to another.
- Does not claim to improve productivity or to measure the quality of software and does not specify a standard life cycle or at least imply the existence of a standard software life cycle [10].

In summary, the productivity in IEEE Std. 1045 is specific for software product artifacts produced as output, and not to the use of the software product; we refer to it by static productivity. Moreover, the project, management, and product characteristics are useful and have to be documented when collecting data related to productivity measure (as stated for the context of use in ISO 9126-4) in order to make reliable comparison.

### III. DISCUSSION

As stated in the introduction, the comparison between projects requires the similarity of the characteristics in IEEE Std. 1045 terminology, that is, the factors related to the context and the environment of the software product in ISO 9126-4 terminology. Not only the data shall be collected and recorded but the time of its availability is also important. For example, the LOC size measure is only available at the end of the software development, while the FP is available early (and during all the software lifecycle phases). Moreover, for the FP, the functionalities documented in the design phase, will not be similar to those at the end of the project, if requirements have been changed (instability of requirements).

Trendowicz et al. [11] stated that there are different types of the proposed approaches in the literature for identifying candidate factors that could influence software development productivity:

- Expert-based approach: software experts decide about a factor’s importance based on their own experience and judgment [10, 12, 13, 14, 15].
- Data-based approach: available data (such as in ISBSG data repository) or collected data about a set of factors that could influence the productivity are analyzed to identify their relevance and to understand the interaction among these factors regarding a certain criterion [16, 17, 18, 19, 20, 21, 22].

In fact, from the big number of volumes that have been written by individual researchers and international standards on the topic of determining the key factors that influence productivity, there are four factors that are recurring themes, that is, product characteristics, people (stakeholder, manager, developer, etc.), software development processes, and technology, methods and tools.

A comparison of the ISO 9126-4 and IEEE Std. 1045 is conducted in order to figure out how these two standards address the productivity and how they can be used together to provide the researchers with standardized aspects to measure productivity. From this comparison the followings points have been figured out:

1. Productivity definition: Both standards use the same definition of the productivity expressed in terms of the ratio of output and input at the high level. At the low level, the outputs in IEEE Std. 1045 are related to source statements, documentation and function points
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primitives, which allow to measure the productivity in a static way, i.e., without executing the software. In the ISO 9126-4 the output is the goal, which can be achieved by the task, and allows to measure the productivity in a dynamic way, i.e., during the execution of the software in a specified context of use.

2. Primitives and attributes: The ISO 9126-4 refers also to the three IEEE Std. 1045 primitives and their related attributes, but in an informative way. In more details, the IEEE Std. 1045 input primitive (effort) is expressed only in staff-hour while the ISO 9126-4 propose three types of inputs, that is, time, cost and human effort, but did not give a unit of measure for each of them. Moreover, the function point primitive is optional although this method has proved its usefulness with the improved versions produced over the years.

3. Productivity drivers: Both standards address the importance of the factors that could influence the productivity measure. The IEEE Std. 1045 provides three categories of factors (which are project, management, and product) with their corresponding sub-factors, while the ISO 9126-4 gives general aspects of context of use (which are user, tasks, equipment, and environment) without identifying the content of each aspect of context.

4. Productivity measures: Both standards provide a non-exhaustive list of measures and allow collecting productivity data during the different phases of the software development process. However, while the ISO 9126-4 give a standardized software lifecycle processes (in ISO 12207) where the measure is applicable, the IEEE Std. 1045 does not provide one, and the users have to identify the activities related to each phase of their own lifecycle.

In summary, the analysis of the ISO 9126-4 definition of productivity indicates that this standard has a broader perspective about the productivity, while the IEEE Std. 1045 focuses on a limited perspective of productivity. The ISO 9126-4 focuses on the output as a goal and task to be achieved, while the IEEE Std. 1045 focuses on a subset of this goal, that is, the source statements and the documentation. Moreover, the ISO 9126-4 has addressed productivity as a quality attribute of the software product, but the IEEE Std. 1045 does not claim to measure the quality of software. However, these two perspectives are complementary; for example, if the purpose is to measure the productivity of the product or the documentation (that is a specified task in ISO 9126-4 terminology), the IEEE Std. 1045 proposed measures can be used in the specified context of use. The advantage of the IEEE Std. 1045 is to provide a specified definition of each attribute to measure with its corresponding unit of measure. This feature suppresses the ambiguity and misunderstanding of the measured attribute, and allows the benchmarking and the same interpretation of the results. Indeed, depending on how and which indicators are measured the conclusions about the productivity can be completely different [23].

The next section presents some suggestions for improving:

- ISO 9126-4 productivity quality characteristic to include more detailed level that allows capturing the measurable attributes, and
- IEEE Std. 1045 productivity model to take into accounts the function points and staff-cost as a basic primitives.

IV. PRODUCTIVITY IMPROVEMENTS

A. Enhanced Productivity Model

As stated before, the productivity in ISO 9126 is expressed in terms of goals to achieve the output with accuracy and completeness. The goal can be achieved through a set of activities called tasks. According to De Aquino and De Lemos Meira [2], an ideal metric of productivity should be able to measure how effectively and efficiently to turn ideas into software products. Therefore, the productivity as a quality characteristic can be subdivided in three sub-characteristics, that is, accuracy, completeness, and efficiency, which we define in the context of this paper as follow:

- Accuracy: the capability of the software product to enable user to achieve the task rightly or within the agreed results with the needed degree of precision in a specified context of use.
- Completeness: the capability of the software product to enable the user to achieve completely the task without requiring adjustment or refinement in a specified context of use.
- Efficiency: the capability of the software product to enable user to accomplish the task relative to the amount of resources (human, time, or cost) used, in a specified context of use.

The enhanced productivity model is presented in Figure 3, in high-level concepts. The relevant candidate measures of ISO 9126-4 are analyzed and are used to improve the third level of the productivity model structure (see Figure 4).

![Figure 3. High-level enhanced productivity model.](image)

B. Enhanced Productivity Metrics

Since the productivity measurement tracks how well the worker applies talents and skills - using materials and equipment - to produce products and services within a specified time period [24], the two standards are complementary. In particular, the IEEE Std. 1045 model can be used as a part of the enhanced productivity model (Figures 3 and 4) when the task in ISO 9126 (output) is about the source statements, the documents, and the function points primitives, and also when the effort (input) is measured by staff-hour.
In one hand, the use of size measures (as output), such as LOC, Halstead’s measure and Albrecht FP, have been criticized in [16]. Fortunately, the standardized measurement method COSMIC (Common Software Measurement International Consortium) [25] has addressed the disadvantages, inconsistencies, and shortness of these previous size measures. Therefore, we propose to harmonize the optional FP section in the IEEE Std. 1045 standard with the origin and usage attributes (Figure 5), which to be captured based on the well known and proved COSMIC measure.

The COSMIC measurement method (ISO 19761) is based on the functional user requirements, which are the functionalities that should be implemented in order to satisfy the user’s needs. This international standard (ISO 19761) is based on the function points, which is introduced in 1979 by Allan Albrecht to help in measuring the productivity of software development [26].

However, when the function points (measured using the COSMIC measurement method) is used as an output primitive, the ‘type’, ‘origin’, and ‘usage’ attributes have to be considered (see Figure 5), but using the COSMIC terminology (for more details see Dumke and Abran [27]). These three attributes are defined in the context of this paper as the following:

- **Type**: it identifies for each functionality user requirements measured the number of Entries, Exits, Reads, and Writes.
- **Origin**: it classifies software as either new developed, enhanced or redeveloped in COSMIC.
- **Usage**: it identifies whether the software was delivered, or undelivered to the user: intermediates products can be measured and undelivered.

On the other hand, according to ISO 9126-4, the expended effort can be measured (as input) not only by time (as in IEEE Std.1045), but also by the cost. Therefore, the ‘Staff-cost’ primitive should be included in the IEEE model. Furthermore, the ‘nature’ attribute is also applicable for this primitive (see Figure 5 above).

V. CONCLUSION

Productivity concept is common in almost all areas and is related to the ratio of what is produced and what is consumed. In software development literature, productivity is a complex concept that needs to be tackled depending on the software project factors. The productivity of a software product can be seen as a process having an input and output and which can be influenced by different factors, as the following:
• The input represents the entry of the process, which can be the effort, time, and cost expended to produce the output.
• The output represents the outcome of the process, which can be the product artifacts, the documentation, or the value of the outcome.
• The factors act on the production process and influence positively or negatively the output. Such factors are organizational, technical, and personal factors included in the software development process.

This paper has addressed the software productivity in two international standards ISO 9126-4 and IEEE Std. 1045 to figure out how they define the productivity and how they can be used together to provide the researchers and practitioners with standardized aspects to measure productivity:

• The productivity in ISO 9126-4 is a quality characteristic related to the amount of resources used to enable the users to achieve a specified goal (a set of tasks) in a specified context of use. This definition is more generic and allow to measure productivity during the use of the software product (dynamic aspect of productivity). In addition, this ISO standard provides a set of measure to allow measuring the productivity.
• In IEEE Std. 1045 there is a productivity metrics model which is specific to the source statements, documentation, and function points outputs (static aspect of productivity). However, such model allows measuring the productivity of produced software product artifacts. Furthermore, this model is well-structured with three levels that allow the collection of data for productivity metric with the corresponding unit of measures. This standard also includes a set of productivity factors grouped in three categories, that is, project, management, and product.

Based on the detailed discussion conducted in section 3, the following improvements issues are recommended in both international standards:

• The productivity in ISO 9126-4 can be expressed in the second level by three sub-characteristics, which are, completeness, accuracy, and efficiency with their corresponding measures in the third level.
• The IEEE Std. 1045 software productivity metrics model can be used as a part of ISO 9126-4 productivity model, especially when the output is related to source statements, documentation, and/or function points primitives.
• The IEEE Std. 1045 software productivity metrics model have to take into account the function points output as a non-optional primitive with its three attributes using the COSMIC standardized measurement method. The staff-cost primitive can also be added as a measure of the output.

On the other hand, from the big number of volumes which have been written (by individual researchers and international standards) to determine the key factors that influence productivity, the product characteristics, people (stakeholder, manager, developer, etc.), software development processes, and technology, methods and tools factors are recurring themes. Each work group has discussed the productivity factors in different way depending on its point of view, that is, without any input from other works or existing standards. This situation does not allow building productivity model with a consensus, and thus there are various terms for the same factor, or different terms for the similar theme. This later point have to be tackled in more details in future work in order to propose, from the existing empirical, experimentation, and systematic literature review studies a standard-based model with the key drivers that influence the productivity of the software product during the project lifecycle.
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